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	Checklist Item 
	Yes/ 
No 
	Comments 

	Source Code Module Documentation
	  
	  

	1. Is the source code under Configuration Control? 
	  
	  

	2. Is there evidence that the source code has been debugged? 
	  
	  

	3. Is there a source code module header and does it include 
	  
	  

	4. Module Name and version identifier? 
	  
	  

	5. Functional abstract? 
	  
	  

	6. Module purpose? 
	  
	  

	7. Reference to the SRS requirement number(s) satisfied? 
	  
	  

	8. Original code developer's name? 
	  
	  

	9. Original date coded? 
	  
	  

	10. Revision history including code developer name, reason for the revision, and PR identifier? 
	  
	  

	11. Is the embedded documentation (PDL, header, comments) current with the code? 
	  
	  

	12. Are comments included in the source listing delineated from the executable statements? 
	  
	  

	13. Are comments used to correlate statements or groups of statements? 
	  
	  

	14. Do the comments provide enough information to understand the code and correlate it to the design? 
	  
	  

	15. Does the code comply with the Coding Standards? 
	  
	  

	Source Code Module General Requirements
	  
	  

	16. Does the source code comply with the complexity criteria identified? 
	  
	  

	17. Is the source code verifiable by test? 
	  
	  

	Source Code Module Traceability
	  
	  

	18. Does the source code module accurately implement the applicable SRS or SDD requirements? 
	  
	  

	19. Does the source code module perform only its intended function? 
	  
	  

	20. Does the source code module name reflect the function/requirements (where applicable)? 
	  
	  

	21. Is the source code modules name unique? 
	  
	  

	22. Are all changes to the source code traceable to changes in the baseline (SRS, SDD)? 
	  
	  

	23. Are all changes identified included in the source code? 
	  
	  

	Source Code Module Format
	  
	  

	24. Does each statement start on a new line? 
	  
	  

	25. Is each source code line 80 characters or less? 
	  
	  

	26. Are nested control structures and multi-line statements indented and aligned? 
	  
	  

	27. Are operators aligned vertically to emphasize local program structure? 
	  
	  

	28. Are functionally-related statements delineated by a blank line? 
	  
	  

	29. Are the beginning and end of the source code modules, segments, blocks, conditional constructs and loops denoted? 
	  
	  

	30. Are compound statements elements distributed over multiple lines? 
	  
	  

	31. Are consistent spacing rules employed around delimiters? 
	  
	  

	Source Code Module Data Elements
	  
	  

	32. Are all software data values defined and correct? 
	  
	  

	33. Are all constants and variables assigned a unique identifier (no aliases) within their scope? 
	  
	  

	34. Do software data names use hardware input designators where applicable? 
	  
	  

	35. Are all data elements in the module properly initialized? 
	  
	  

	36. Is all resource allocation correct? 
	  
	  

	37. Are all data stored in valid format? 
	  
	  

	38. Are all variables assigned to the right location? 
	  
	  

	39. Is all data accessing correct and adequate? 
	  
	  

	40. Are all variables and code in the module necessary? 
	  
	  

	41. Are literal expressions represented in an application-related numeric base? 
	  
	  

	Source Code Module Operations
	  
	  

	42. Does the source code module enable and disable interrupts properly and use system hardware only when necessary? 
	  
	  

	41. Are literal expressions represented in an application-related numeric base? 
	  
	  

	44. Is the code constructed as relocatable object code? 
	  
	  

	45. Is the absolute address definition performed during the linkage editor process? 
	  
	  

	46. If dynamic memory allocation is used, is the allocation performed during system initialization? 
	  
	  

	47. Are absolute addresses used only for the purpose of mapping variables or entry points to hardware devices or memory? 
	  
	  

	48. Has the code been written so that it does not employ bit manipulation of instructions? 
	  
	  

	49. Has the code been written so that it does not permit self-modification of instructions during execution? 
	  
	  

	50. Does the source code module have a single entry point and a single exit point, except for exits and returns caused by interrupt or exception activation? 
	  
	  


-----------------------------------------------

General Code Smoke Test

Does the code build correctly?
No errors should occur when building the source code. No warnings should be introduced by changes made to the code.
Does the code execute as expected?
When executed, the code does what it is supposed to.
Do you understand the code you are reviewing?
As a reviewer, you should understand the code. If you don't, the review may not be complete, or the code may not be well commented.
Has the developer tested the code?
Insure the developer has unit tested the code before sending it for review. All the limit cases should have been tested.
Comments and Coding Conventions

Does the code respect the project coding conventions?
Check that the coding conventions have been followed. Variable naming, indentation, and bracket style should be used. 
Does the source file start with an appropriate header and copyright information?
Each source file should start with an appropriate header and copyright information. All source files should have a comment block describing the functionality provided by the file. 

Are variable declarations properly commented?
Comments are required for aspects of variables that the name doesn't describe. Each global variable should indicate its purpose and why it needs to be global.
Are units of numeric data clearly stated?
Comment the units of numeric data. For example, if a number represents length, indicate if it is in feet or meters.
Are all functions, methods and classes documented?
Describe each routine, method, and class in one or two sentences at the top of its definition. If you can't describe it in a short sentence or two, you may need to reassess its purpose. It might be a sign that the design needs to be improved.
Are function parameters used for input or output clearly identified as such?
Make it clear which parameters are used for input and output.
Are complex algorithms and code optimizations adequately commented?
Complex areas, algorithms, and code optimizations should be sufficiently commented, so other developers can understand the code and walk through it.
Does code that has been commented out have an explanation?
There should be an explanation for any code that is commented out. "Dead Code" should be removed. If it is a temporary hack, it should be identified as such.
Are comments used to identify missing functionality or unresolved issues in the code?
A comment is required for all code not completely implemented. The comment should describe what's left to do or is missing. You should also use a distinctive marker that you can search for later (For example: "TODO:francis"). 

Error Handling

Are assertions used everywhere data is expected to have a valid value or range?
Assertions make it easier to identify potential problems. For example, test if pointers or references are valid.
Are errors properly handled each time a function returns?
An error should be detected and handled if it affects the execution of the rest of a routine. For example, if a resource allocation fails, this affects the rest of the routine if it uses that resource. This should be detected and proper action taken. In some cases, the "proper action" may simply be to log the error.
Are resources and memory released in all error paths?
Make sure all resources and memory allocated are released in the error paths.
Are all thrown exceptions handled properly?
If the source code uses a routine that throws an exception, there should be a function in the call stack that catches it and handles it properly.
Is the function caller notified when an error is detected?
Consider notifying your caller when an error is detected. If the error might affect your caller, the caller should be notified. For example, the "Open" methods of a file class should return error conditions. Even if the class stays in a valid state and other calls to the class will be handled properly, the caller might be interested in doing some error handling of its own.
Has error handling code been tested?
Don't forget that error handling code that can be defective. It is important to write test cases that exercise it.
Resource Leaks

Is allocated memory (non-garbage collected) freed?
All allocated memory needs to be freed when no longer needed. Make sure memory is released in all code paths, especially in error code paths.
Are all objects (Database connections, Sockets, Files, etc.) freed even when an error occurs?
File, Sockets, Database connections, etc. (basically all objects where a creation and a deletion method exist) should be freed even when an error occurs. For example, whenever you use "new" in C++, there should be a delete somewhere that disposes of the object. Resources that are opened must be closed. For example, when opening a file in most development environments, you need to call a method to close the file when you're done.
Is the same object released more than once?
Make sure there's no code path where the same object is released more than once. Check error code paths.
Does the code accurately keep track of reference counting?
Frequently a reference counter is used to keep the reference count on objects (For example, COM objects). The object uses the reference counter to determine when to destroy itself. In most cases, the developer uses methods to increment or decrement the reference count. Make sure the reference count reflects the number of times an object is referred.
Thread Safeness

Are all global variables thread-safe?
If global variables can be accessed by more than one thread, code altering the global variable should be enclosed using a synchronization mechanism such as a mutex. Code accessing the variable should be enclosed with the same mechanism.
Are objects accessed by multiple threads thread-safe?
If some objects can be accessed by more than one thread, make sure member variables are protected by synchronization mechanisms.
Are locks released in the same order they are obtained?
It is important to release the locks in the same order they were acquired to avoid deadlock situations. Check error code paths.
Is there any possible deadlock or lock contention?
Make sure there's no possibility for acquiring a set of locks (mutex, semaphores, etc.) in different orders. For example, if Thread A acquires Lock #1 and then Lock #2, then Thread B shouldn't acquire Lock #2 and then Lock #1.
Control Structures

Are loop ending conditions accurate?
Check all loops to make sure they iterate the right number of times. Check the condition that ends the loop; insure it will end out doing the expected number of iterations.
Is the code free of unintended infinite loops?
Check for code paths that can cause infinite loops. Make sure end loop conditions will be met unless otherwise documented.
Performance

Do recursive functions run within a reasonable amount of stack space?
Recursive functions should run with a reasonable amount of stack space. Generally, it is better to code iterative functions.
Are whole objects duplicated when only references are needed?
This happens when objects are passed by value when only references are required. This also applies to algorithms that copy a lot of memory. Consider using algorithm that minimizes the number of object duplications, reducing the data that needs to be transferred in memory.
Does the code have an impact on size, speed, or memory use?
Can it be optimized? For instance, if you use data structures with a large number of occurrences, you might want to reduce the size of the structure.
Are you using blocking system calls when performance is involved?
Consider using a different thread for code making a function call that blocks.
Is the code doing busy waits instead of using synchronization mechanisms or timer events?
Doing busy waits takes up CPU time. It is a better practice to use synchronization mechanisms.
Was this optimization really needed?
Optimizations often make code harder to read and more likely to contain bugs. Such optimizations should be avoided unless a need has been identified. Has the code been profiled?
Functions

Are function parameters explicitly verified in the code?
This check is encouraged for functions where you don't control the whole range of values that are sent to the function. This isn't the case for helper functions, for instance. Each function should check its parameter for minimum and maximum possible values. Each pointer or reference should be checked to see if it is null. An error or an exception should occur if a parameter is invalid.
Are arrays explicitly checked for out-of-bound indexes?
Make sure an error message is displayed if an index is out-of-bound.
Are functions returning references to objects declared on the stack?
Don't return references to objects declared on the stack, return references to objects created on the heap.
Are variables initialized before they are used?
Make sure there are no code paths where variables are used prior to being initialized. If an object is used by more than one thread, make sure the object is not in use by another thread when you destroy it. If an object is created by doing a function call, make sure the object was created before using it.
Does the code re-write functionality that could be achieved by using an existing API?
Don't reinvent the wheel. New code should use existing functionality as much as possible. Don't rewrite source code that already exists in the project. Code that is replicated in more than one function should be put in a helper function for easier maintenance.
Bug Fixes

Does a fix made to a function change the behavior of caller functions?
Sometimes code expects a function to behave incorrectly. Fixing the function can, in some cases, break the caller. If this happens, either fix the code that depends on the function, or add a comment explaining why the code can't be changed.
Does the bug fix correct all the occurrences of the bug?
If the code you're reviewing is fixing a bug, make sure it fixes all the occurrences of the bug.
Math

Is the code doing signed/unsigned conversions?
Check all signed to unsigned conversions: Can sign completion cause problems? Check all unsigned to signed conversions: Can overflow occur? Test with Minimum and Maximum possible values. 

